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Software Technology

for

Composition-Based Simulation Construction

A Roadmap

The reuse of software has been an eagerly sought yet elusive goal of software developers for decades. Many promising technical approaches have been pursued, but none have yielded the full potential. Recent advances in software technology R&D have led to substantial progress in the pursuit of software reusability. One of the more promising avenues of work is composition-based (component-based) software construction. This paper explores the compositional approach to the construction of software in general and presents a "technology roadmap" for software composition. This roadmap depicts the interdependencies and state of the technologies necessary to fully realize software composition.

Introduction

The rapid and pervasive growth of computing technologies in the last decade, highlighted by the emergence of the Internet, has fundamentally altered the nature and speed of the evolution of software technologies. For example, business process reengineering necessitated by the rapidly changing business environment has increased the need for flexibility and extensibility in related software products. In partial response, the topic of software reuse is being aggressively explored in both academic and industrial settings. One promising reuse approach is centered on techniques for the composition of a software system from well-defined, individual software components.

The traditional process for developing large-scale software, including computer-based simulations, is cumbersome, time consuming, costly, and, measured in terms of the flexibility of the product, generally inadequate. Composition-based development approaches are designed to reduce the development cost and time for individual software products, while still yielding a product that is more maintainable and extensible. In such systems, the elementary unit of composition (component) is generally a well delineated, relatively independent, and replaceable part of a software system performing a specific function. While composition-based software construction offers obvious benefits, intuitively the identification of appropriate compositions simply derived from the complete set of all possible components is intractable [1] in the general case. Though not surprising, this supports the focus of current research activity in composable software systems on approaches to describe or constrain the set of "valid" compositions.

Many researchers are studying component-based approaches to software development in general, and a few have focused specifically on simulations. In a
component-based approach for the development of a simulation, functional or logical elements of simulation entities are represented as coherent collections of one or more components satisfying explicitly defined interface requirements. A simulation is a top-level aggregate comprised of a collection of components, each component representing an individual simulation entity, that interact with each other within the context of a simulated environment. A component may represent a simulation artifact (e.g., run-time data collectors), an agent, or any entity that can generate events affecting itself, other simulated entities, or the state of the system. The component-based approach promotes code reuse, contributes to reducing time spent validating or verifying models, and promises to reduce the cost of development while still delivering tailored simulations specific to analysis questions.

This paper defines a technology roadmap for software composition considering technologies in the broader software development context. The rationale is that most if not all of these technical issues are directly relevant to the more narrowly focused simulation community. The roadmap therefore presents the technologies required to realize the capability in a general setting, though the underlying motivation for the study is understanding composition in the context of large-scale computer simulation construction. The roadmap does not include implementation plans or performance targets. These elements, though often included in typical technology roadmaps, were considered beyond the scope of the current effort. The assessments of technology areas represented in the roadmap were based on applicability to broad use in the software development community. The roadmap remains relevant since the required technologies are not dependent on the domain of application. In the case of simulation construction, a "successful" system would enable an individual, whether an experienced software developer or simply a knowledgeable end user, to assemble a simulation application from existing software components in a relatively short time. The paper concludes with an appendix briefly describing the 1995 report of the DoD Software Reuse Initiative and a bibliography of relevant literature from the general software community published primarily since that time.

The End-Use Context

Though composition as a development approach is broadly applicable, the focus of the study was the supporting technology for composition of large-scale computer simulations. A number of end-use scenarios [2] defining operational characteristics of the future capability in specific contexts where developed to provide functional requirements for a composition capability. The scenarios were defined in operational terms and included the definition of specific capability-oriented issues. Subsequently, these end-use scenarios guided the specification of an abstract use case describing the general characteristics of the projected end-use context.
End-Use Scenario A: Simulation-Based Training Exercise

The current process for the scenario generation and planning of an exercise for a JTF Commander and his staff can take over a year. The operational requirement exemplified by this scenario is a Commander completing the planning process for an exercise in less than four hours. At the end of this four-hour period, the system would compose the simulation system and supporting initialization files (synthetic natural environment data, initial conditions for the simulated entities, force positioning, etc.). Representational and technological issues to be addressed in this use case include:

- Missing or new equipment that would require new doctrine and tactics;
- Ability to specify interfaces to C4I interfaces;
- The exercise may include coalition forces and equipment;
- The exercise may include civilian forces (Red Cross, Department of State, Department of Transportation, etc.);
- Changes to the command and control structure that may need to occur; and
- The use of this technique in a closed form solution versus man-in-the-loop for training.

End-Use Scenario B: Advanced Systems Concept Exploration

Approaches for simulation-based advanced concept development generally postulate a computational environment supporting the exploration of various technological elements in a new system design. An example might be exploring the utility of a tank incorporating a hovercraft-like capability. For such an approach to be useful the construction of the computational representation should ideally require only a few hours and the resulting simulation should support the ready exploration of alternatives. The simulation environment must enable the study of issues such as:

- The development and fielded cost of the addition of this new system or capability;
- Benefits of the capability represented by the concept; and
- Impact on doctrine and tactics.
End-Use Scenario C: Course of Action Analysis

Decision-makers are in need of course of action analysis tools to assist them in making well-informed and timely decisions in complex situations. An example of such a situation would be the occupation of a US Embassy by an unknown terrorist organization. The organization has threatened to detonate weapons strategically placed in major cities around the world if the Embassy is stormed. In this use case, the on-site military commander needs to understand the risks associated with the various courses of action available. Because of the time-critical nature, the analysis must be completed in a short time and provide a credible representation of the various courses of action to be assessed. Issues of interest in this context include:

- Visualization of information of a non-spatial nature; and
- Understanding risk associated with specific courses of action.

End-Use Scenario D: Force Structure / Command & Control Concept Exploration

Traditional force structure analyses often require an assessment of the impact of organization change with respect to mission effectiveness or other measures. For example, assume the US Army is studying the removal of Brigade from the Army echelons. To understand the benefits and disadvantages of this action, the analysts need an environment that permits them to simulation Army operations without Brigades. Issues to be explored in this use case include:

- Impact of decision making at lower echelons;
- Impact on planning at higher echelons;
- New information requirements; and
- Command and Control requirements (new equipment, better communication, etc.).

End-Use Scenario E: Simulation Composition using Shared Components

In this end-use scenario, two concurrent study teams are developing simulations using one or more shared elements (e.g., an advanced armored vehicle concept study and a future force projection requirements study). The temporal aspects of the sharing are such that the simulation representations employed in one of the studies are to be incorporated into the second study. Issues to be explored include:

- Semantics of the sharing (e.g., degree of coupling)
- Control/coordination of sharing; and
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Framework infrastructure implications

These five end-use scenarios are representative of the broad range of applications in which simulation composition can be employed. Each of the scenarios has a temporal element that, while manifested in a different operational setting, exceeds the capabilities of current computer simulation environments.

Abstract Use Case

The underlying goal of a simulation composition capability is to “Build the simulation to fit the analysis problem”. Ideally, this must incorporate a very extensive set of reusable and modifiable components that are shared across a large number of organizational and geographical boundaries. The abstract use case is intended to represent this end-use.

Figure 1 Abstract Use Case Diagram

Two end-use venues, static and dynamic composition, can be generally defined for composition-based construction. Though represented by the abstract use case, they present different requirements for the composition process and have far ranging implications for the underlying technological support. A static composition occurs in a development context in which component collections (“libraries” in the traditional vernacular) are used in the construction of an application instance comprised of a group of components “bound together” to create a static application. In this setting, the identities of the individual components are subsumed by the identity of the newly formed application (component). In contrast, dynamic composition occurs in a development context
in which collections of shared components are used to create an application comprised of linked components. Linked components retain their identities while the newly created application (component) has an identity in its own right.

The Technology Roadmap

The technology roadmap depicts the technological areas required to support the construction of software systems through composition. The application focus is the domain of computer-based simulations, though the required technologies are not generally application domain specific.

The essential structure of the roadmap depicts functionally related groupings of technologies, represented as nodes in the roadmap, and their relationships, modeled as arcs, to one another. The roadmap has an inherently hierarchical nature related to the interdependencies among the technologies. It may also be viewed as an overlay associating technologies with the capabilities referenced in the abstract use case.

The basic elements of the roadmap are functionally related groupings of technologies. The most fundamental such elements are:

- **Component Creation** – the initial definition and development of components;
- **Component Management** – the collection and maintenance of a set of components such that they may be effectively reused; and
- **Component Utilization** – the technology elements that support the effective reuse of individual components.

Each of these elements is represented by a number of related technologies. For example, **Component Utilization** is comprised of technological elements including **Component Interface Models** and **Data Exchange Models**. The former include mechanisms by which components reveal their command and functional interfaces, e.g., the Java reflection application programming interface, adaptable component interfaces, and component interconnection models. The latter defines the low-level data exchange/transport mechanism between two “connected components”.
The roadmap uses color-coding, augmented with a character designation, to indicate the current state and vitality of the associated technology areas with respect to the realization of software composition. Green is used to designate technology areas in which there is presently sufficient R&D results or activity in the software community. Nodes are colored yellow (“Y”) to indicate areas in which there is substantial activity but additional effort is required. Several such technology areas are further designated “Y/D” to indicate that effort focused specifically on simulation issues are required. Several technology areas are colored red (“R”) indicating a lack of evidence of sustained, substantive R&D efforts. The following sections discuss individual technology areas that require additional effort.

Meta-Description

*Meta-description* refers to the representation of a component (or system) by a formal mechanism describing its semantic properties. For example, specification languages based on formalisms such as first order predicate calculus, temporal logic and state machines can be used to formally specify hardware and software systems [3, 4]. These specifications may in themselves be executable, allowing system developers to treat the specifications as prototypes [3]. These formally based descriptions lend themselves to analysis of component and system characteristics.
Formal mechanisms have been developed for general software systems (e.g., Z [4], Communicating Sequential Processes) as well as, more specifically, for larger scale software architectures (e.g., UniCon [5], Rapide [6]). Though still the focus of substantial research efforts, specification languages have been successfully used to formally specify relatively small systems or parts of systems.

There are a number of promising avenues for future work in this area. Successful component specification formalisms would enable semantic-based component classification and repository search, as well as compositional strategies incorporating reasoning about component behaviors. These would lead to substantial improvement in component reusability. Further research may lead to the general applicability of this technology in the formal definition of software components and composed systems.

Verification and Validation

Verification and validation (V&V) are processes used to ensure that software being developed meets design requirements and performs correctly. Software verification refers to the process of ensuring that each step in the development process is done accurately. Validation refers to the process of determining if the software, upon completion, fulfills the requirements.

In modeling and simulation, the definition of verification and validation can be stated slightly differently. Verification deals with building a simulation correctly. The accuracy in each step of transforming a model description into a computer simulation is evaluated during verification. Validation is used to determine if the simulation execution, within its domain of applicability, is a sufficiently adequate representation of the entity or system being modeled [7, 8].

V&V of composition-based simulations requires further study. For example, while verification can be performed in the traditional manner for individual components, the verification of a simulation comprised of verified components remains an open issue.

The (re)use of components has also raised the issue of component certification [9], the certification that an individual software component satisfies one or more specific constraints/characteristics (e.g., quality, stability, fault-tolerance). In a traditional software development environment, the validation of a component would relate to such constraints. Certification is a concern within a reuse context when the original requirements may not address issues of importance to the component user or may not be readily “visible”. Presently, initiatives in this area are generally derived from traditional software engineering approaches influenced by object-oriented technologies and require considerable effort on the part of the potential “consumer”. Development of approaches for determining the “quality” (in specific dimensions) of components using a set of well-defined analyses, relying upon the broader field of software metrics, is one viable avenue of activity in this technology area.
Patterns

*Patterns*, often referred to as design patterns within the object-oriented community, have become a popular technique for supporting the reuse of design information. A pattern describes a problem, a solution to the problem, a context within which that solution is valid, and the consequences or tradeoffs for using the pattern [10, 11]. Patterns are developed for problems that occur repeatedly and then are available for use by developers as appropriate for their designs.

Patterns are abstract in that they are not expressed as code written in some object-oriented programming language but are descriptions of classes or objects and how they may be used to solve the problem at hand [10]. They define the structures and relationships among the elements making up the pattern. Because they are abstract, usually textual in form, patterns have to be implemented each time they are used.

Research is being done in formalisms such as pattern languages for representing design patterns. Mechanisms are being studied for capturing design patterns in a methodical and tangible manner to enhance and facilitate their development and reuse.

Frameworks

A framework is an object-oriented reuse technique that can be used to represent a significant subset of an application. Frameworks are less abstract than patterns in that they actually contain code. Patterns are often considered the building blocks of frameworks as frameworks may consist of implementations of one or more patterns [10]. The concept of abstract classes is key to the use of frameworks as a reuse technique. An abstract class is a class with no instances and is used as a template for creating subclasses. The abstract class specifies the interface to and, usually, part of the implementation of its subclasses.

Frameworks are generally domain specific, capturing design decisions specific to that domain thus emphasizing design reuse. This type of reuse leads to a control inversion. When using a library or toolkit, a developer writes the body of a program that calls the code to be reused from the library. When using frameworks, the framework represents the body of the program being reused and the developer, using naming and calling conventions specified by the framework, writes the code to be called. This frees the developer from having to make the design decisions resulting in some loss of creative decisions but providing for faster development of more consistent applications.

When a framework is reused in an application, one of its primary utilities beyond the obvious code reuse is the provision of a broader architecture for the application. Therefore, it is important that a framework be as flexible and extensible as possible to ensure that a large number of applications within the domain can reuse the framework.
Component Repositories

A component repository is essentially a library of software components. This library supports the reuse of the components that it contains, providing a variety of services such as component search and retrieval. There are presently examples of large-scale repository structures, generally realized using traditional data base technologies, that seek to support component reuse within limited domain boundaries, e.g., DoD Ada reuse libraries [12]. Due to the challenge presented by effective retrieval as these repositories grow in size, broadly applicable solutions must rely upon technology developments to support search and discovery needs as well as overall performance [13].

Software repository technology may be separated into concerns dealing with the basic elements of component storage and the mechanisms for component distribution or use. The latter, dealing with the access to components in the repository, is intimately coupled to component utilization and such issues as the distributed component model (discussed in a following section).

Component repositories play a central “enabling” role [14] in the effective reuse of components. A critical measure of utility is the effectiveness of the retrieval mechanism. This effectiveness is dependent on many factors, including the representation or characterization of the components in the repository and the architecture of the repository. The former reinforces the importance of an appropriate formalism supporting the required level of retrieval accuracy. The latter is reflected in the repository response time and, more broadly, the overall component architecture (e.g., static components paired with a remote invocation mechanism). These factors are exacerbated in an operational environment in which repositories will in all likelihood be geographical distributed, components are diverse in functional characteristics, and expected end-uses vary widely. The advent of large-scale Internet connectivity and the resulting potential access to massive amounts of information has spurred interest in the development of large, geographically distributed digital libraries [15]. These efforts will continue to address numerous technical issues pertinent to large-scale component storage and repository access. Another needed feature missing from most existing digital libraries is a change management capability to manage the collection of information. Software repositories clearly require similar support given the volatile nature inherent in software.

Search/Discovery technologies support the retrieval of a software component stored in a repository structure. Performance of retrieval algorithms is strongly related to the component (repository) representation. Current practice relies upon traditional data base approaches moderated by object-oriented (i.e., code-level) influences. Necessary research directions include the development of sophisticated meta representations and search mechanisms based on these representations (e.g., [16]). The general goal of these efforts is the improvement of the precision and recall of the search. The recognized need for imprecise
queries has led to the development of various technical approaches to support this functionality (e.g., [17, 18]).

Distributed Component Model

The distributed component model is an extension of the component model in which components may reside on different physical hosts. There is considerable work in this area developing such systems with three examples being Microsoft DCOM, OMG CORBA and Java RMI. Currently, most of the systems are static, that is, the components are loaded onto specific host computers, communication links established and there are no architectural changes during software execution [19, 20]. There is ongoing research into operational features such as configuration, administration, and monitoring. Dynamic component migration during execution is also being investigated.

Summary of Findings

The evolution of object technologies into the rapidly expanding area of component software engineering fundamentally supports the composition approach to simulation construction. This evolution continues to yield substantial improvement in technologies applicable to compositional development of software and, specifically, simulations. Thus, the state of Component Definition (refer to Figure 2) has been significantly enhanced by the continuing development of programming language mechanisms exemplified by Java Beans and related technologies. These technologies explicitly address many of the language-level requirements for the description and use of individual software components. There is an emerging body of applicable standards in this area that serves to enhance the general usability of technology products [21].

Similarly, Component Management issues such as frameworks and component repository approaches have been the focus of very widespread R&D activities. These efforts have yielded products, e.g., the Java Abstract Window Toolkit (AWT) and comprehensive object brokering systems, that have significantly broaden the interest of the technical community in software composition. The area of Component Utilization has benefited from large-scale commercial interest in the development of component interconnection. The commercial realizations of Distributed Component Models, including CORBA, Java RMI and Microsoft DCOM, have altered the software development landscape and provided mechanisms for effective employment of component architectures in a variety of application domains.

Within the broad context of enabling software composition to be applied to the construction of computer simulations, there are a number of areas requiring additional R&D effort. The current view of composition focuses on components at a largely syntactic level. Although substantial improvements have been realized in the specification of the interface and interconnection syntax of software components, there are very limited mechanisms to describe or use component
semantics. Component-based composition allows a user to construct a software system from pre-defined elements (components). These abstract building blocks have an associated semantics that is generally implicitly described at best. Thus, the validity of a composed system often reflects (and requires) the detailed knowledge of the user. Substantial R&D effort will be required to develop technologies supporting software composition in a more general setting.

The description of language semantics has traditionally been a challenge and remains a focus of advanced R&D efforts. As a result, software developers presently have very limited technology products in this area. The ability to define components at the semantic level would have far reaching impact in component creation, management, and utilization. Specifically, explicit representation of component semantics would facilitate component verification & validation, sophisticated repository search and discovery, and verification & validation of composed systems. Similarly, the ability to associate constraints related to composition with individual components would provide a mechanism to express “necessary conditions” for compositional validity. These constraints, as generally realized, define conditions evaluated at the time of composition that characterize required relationships. Though efforts employing a variety of formalisms are underway in this area (e.g., [5, 6]), a comprehensive treatment is still not generally available.

The concept of the component repository is a central feature of most compositional approaches to software construction. Though much of the early work in this area has been in the context of traditional, limited scope software libraries, the current focus of software component technology encompasses additional requirements. These requirements are derived from the desired wider scope of application, spanning larger organizational and geographical boundaries, and place a premium on advanced search mechanisms and effective distributed architectures. In addition, practical requirements in the area of maintenance, long the bane of the software R&D community, are more pressing and challenging in a component-based software development context. Technical solutions that satisfy these requirements are still pending and the success of these solutions will determine in large part how widely applied compositional strategies are in the larger software development community.

In summary, Compositional approaches to the development of large-scale software systems provide a strong foundation for the reuse of software. The last decade has witnessed substantial progress in the definition and successful application of these approaches in the software development and simulation development communities. This paper has presented a technology roadmap depicting the technology areas related to composition. The goal was to review technologies in the broad computing context, though the end-use application area was computer simulations.
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Appendix - DoD Software Reuse Initiative Technology Roadmap


The following section is a synopsis of the information on composition contained in the DoD SRI Technology Roadmap report. This document is a technology roadmap focused on the broad issue of software reuse. Its discussion of composition characterizes the relevant technologies using the following structure: asset creation; asset management; and asset utilization. Composition is discussed as one of the enabling technologies required for software reuse. Composition is a technology that can be used to develop new programs from existing software building blocks. These building blocks largely retain their identity in the new program.

There are three approaches to composition:

- The first approach relies upon "mining" or "scavenging" existing code for reusable assets or components.

- The second approach reflects the position that reusable assets should be designed, developed and sustained for reuse.

- The third approach is "software schemas" which emphasizes reusable algorithms and data structures rather than source code components.

Mining or scavenging for simple, self-contained pieces of code, such as mathematical routines, was described as being common. Trying to identify more complex building blocks in existing codes is more difficult, often requiring reverse engineering. The sheer number of legacy codes, however, is a compelling reason for continued research in this area and the paper stated that some research was being done. Components designed and developed for reuse was seen as the current focus of many software engineers. Parameterized programming and inheritance provide support for evolving such reusable assets. This second approach benefits from classification and library management systems that are being increasingly used as reuse repositories to store and manage collections of reusable assets. Standard bindings, such as SQL and POSIX, also facilitate composition. Programming languages that support the three features of program modularity, polymorphism and inheritance allow programmers to develop software with the properties necessary for reusability, portability and maintainability. Most programming language that support object-oriented programming support these features and, therefore, can be effectively used in the development of reusable components. Object-oriented programming is not the only programming paradigm that could be used to develop reusable software building blocks but is the one currently experiencing rapid growth and
interest.

The third approach to composition, software schemas, is a higher level of abstraction. This technology, still primarily in research stages, is based on formal semantic descriptions of algorithms and data structures. Schema-based transformational languages are needed to transform the formal semantics of schemas into applications.

A reuse repository is described as a database for storing reusable assets while a reuse library is a repository plus an interface for searching, indexing, change management and quality assessment. Reuse libraries have been developed by government agencies including the DoD and NASA. These libraries have addressed many problems related to database security and quality assessment. Several reuse library tools, providing more direct support for reuse, have also been developed commercially and by government agencies. A related, emerging technology is the use of large-scale, internet-based libraries. There are active research activities relating to libraries and information repositories. Indexing methods, interoperability among libraries, performance issues related to obtaining assets, certification of potential library components and efficient presentation of information to users are some of them.
Bibliography


no. 6, pp. 80-86, 1976.


[54] D. Krieger and R. M. Adler, "The Emergence of Distributed Component


22/24


