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This research is concerned with some aspects of the retrieval of information from database systems by casual, naive computer users. A "casual user" is defined as an individual who only wishes to execute queries perhaps once or twice a month, and a "naive user" is someone who has little or no expertise in operating a computer and, more specifically for the purposes of this study, is not practiced at querying a database.

The research initially focuses on a specific group of casual, naive users, namely a group of clinicians, and analyzes their characteristics as they pertain to the retrieval of information from a computer database. The characteristics thus elicited are then used to create the requirements for a database interface that would, potentially, be acceptable to this group. An interface having the desired requirements is then proposed. This interface consists, from a user's perspective, of three basic components. A graphical model gives a picture of the database structure. Windows give the ability to view different areas of the database, physically group together items that come under one logical heading and provide the user with
immediate access to the data item names used by the system. Finally, a natural language query language provides a means of entering a query in a syntax (that of ordinary English) which is familiar to the user.

The graphical model is a logical abstraction of the database. Unlike other database interfaces, it is not constrained by the model (relational, hierarchical, network) underlying the database management system, with the one caveat that the graphical model should not imply any connections which cannot be supported by the management system.

Versions of the interface are implemented on both eight-bit and sixteen-bit microcomputers, and testing is conducted in order to validate the acceptability of the interface and to discover the level of graphical model which the users find most acceptable. The results of this testing are reported and further areas for research suggested.
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CHAPTER I

INTRODUCTION

Introductory Statement

This dissertation is concerned with some aspects of database interfaces for casual, naive users. "Casual user" is defined as an individual who wishes to execute queries once or twice a month, and a "naive user" is someone who has little or no expertise in operating computers, and, more specifically for the purposes of this study, is not practiced at querying databases.

Over recent years the composition of the computer-user population has changed drastically. Only a decade ago virtually all computer users had some knowledge of computer programming, and it was reasonable to expect some technical expertise of anyone using a computer. Today there are increasing numbers of computer users (18) who neither have, nor desire to have, any technical knowledge of computers, but who only wish to use the computer as a tool—a means to an end. On the other hand, computer hardware is becoming much more sophisticated and supportive of a wide range of programming constructs and techniques. Software today is not as constrained by the hardware as was once the case. It is also true that, whereas computing facilities once were
resident only in large organizations, being centered around one or more mainframe computers, with the attendant support facilities and staff, the current trend is to an increasing number of mini- and micro-computers being used autonomously, or networked, in locations geographically remote from any support facilities (15).

While greater demands are being made of computers than was the case a decade ago, the machines themselves are far more capable of meeting these demands. It is now possible that, instead of a user having to communicate with a computer in a manner dictated by the limitations of the machine, the interaction may now be oriented to the user's perspective and take a form that is wholly acceptable to the user (13), whatever technical expertise he or she may or may not possess.

Within this larger sphere is the area concerned with information storage and retrieval. Vast amounts of factual data are currently held in computer file systems and databases. These systems range from small home, to large public, corporate, and governmental databases. Unless this data is retrievable in an acceptable manner by its intended users, then, to some extent, its worth is lessened since the only reason for storing data is that it will be available for use at a later time. This latter issue is addressed in some measure by the current study, which, in the context of a database retrieval interface, considers aspects pertaining
to the acceptability of the interface by casual, naive users.

General Rationale

The problem addressed by this research is that database interfaces do not appear to be meeting the requirements of casual, naive users (3, 4, 6, 10, 12, 17). This is one facet of a much larger problem, as a number of significant computer systems are extant which are under-utilized by their intended user population. MYCIN (16), for example, is an expert system that has been shown to perform as well as human experts (20) at diagnosing blood disease, but it is virtually unused in any clinical setting.

Database interfaces for casual, naive users are of particular significance at the present time because of the very rapid growth in the numbers of these users at all levels in society, from the home to the executive's office. The enumerating of factors affecting the interaction of a casual, naive user and a computer database may be considered from a number of standpoints (see Figure 1). Purely from the relationship of user to computer, numerous questions arise. Is the initiative to be with the computer or with the user? Will the computer provide acceptable response times? Is there any logon-logoff procedure? Is the program robust (i.e., tolerant of user errors)? Are help facilities provided where necessary? Does the screen inflict
Fig. 1--Factors in man-computer interactions
information overload on the user? Is the computer easily accessible? Is the input device appropriate to the application? Is the input device appropriate to the user (10, 15)?

For a casual, naive user, several questions may be added. Is the learning time short enough to be acceptable? Is the amount of memorization negligible? Does the user perceive a need to employ a computer (3)? When the interaction is to query a database, there are the further, compounding factors of the database model and the query language to be used.

The type of database model also raises certain questions. Is the model easy to comprehend? Can the model be depicted in a meaningful graphical manner? Is the terminology associated with the model easy to assimilate? The query language itself presents a number of variable factors? Is a small set of concepts required in order to get started? Is there a small number of syntax constraints? Is the language consistent? Is the language flexible enough to cover all possible queries? Is the language robust (i.e., can it handle words not in its dictionary)? Is it easy to extend and modify? Is there a small number of exception rules? Can the language processor easily detect errors (14, 15)?

This research does not attempt to analyze all of the possible combinations of the above factors. Rather, it focuses on a specific group of casual, naive users in a
particular situation and concentrates on their characteristics in an attempt to elicit the necessary requirements for a suitable database interface. These requirements are then used as the basis for developing an interface appropriate to the user group. In order to validate the utility of the resulting interface, some testing was undertaken with members of the original user group and with other subjects from groups with similar characteristics. While the main objective of the testing was to assess user comfort with the interface, the opportunity was also taken to measure user efficiency, as indicated both by the time taken to enter a query and the number of mistakes made while entering a query.

Specific Rationale

The research was initiated as a response to the needs of a group of physicians at the University of Texas Health Science Center at Dallas. These physicians have a large research database that is used in attempts to determine trends in illness, to discover best indicators of particular diseases, and to aid in other long-term studies. It is not used to assist in clinical decision making.

At the present time, when a physician has a query he does not enter the query to the database directly; all the database queries are coded and entered by two nurses. By the nature of the pressures of their vocation, the
physicians do not wish to expend the time and energy involved in learning a query language. Moreover, the physicians, typically, do not wish to be personally involved in the use of a computer. Since the nurses have a number of other duties, there is considerable delay in processing a query. Thus it would be much more efficient if a physician could go directly to the database and retrieve the required data.

Significance of this Study

With the increase in the numbers of naive computer users, there has been a growing interest in producing computer systems that can be used by this group of people. In particular, there are today a considerable number of database management systems available, but the amount of research conducted into the many aspects of the user-database interface is not proportionately large. A few systems (e.g., 1, 5, 6, 7, 8, 9, 21, 22) use a graphical display in order to assist in the querying process. However, even with these extant systems, little effort has been made (2) to judge which graphical models are most appropriate for differing classes of users. Thus the current systems rely almost entirely on the preferences of their designers rather than on a solid research foundation. This study aims at initiating a redress of this imbalance by first employing the user's characteristics to define the
requirements for the interface and then going on to provide a graduation of the database model abstraction from systems that display little or no model (e.g., QBE (22)) to those employing a complex network model (e.g., gql/ER (21)).

It is perhaps apposite at this point to consider the concept of a model. A model, as defined by Webster, is "a description or an analogy used to visualise something" (19, p. 544). A model, therefore, should provide an appropriate representation of some target system (in the current study—a database). Norman, talking about mental models, notes that "These models provide predictive and explanatory power for understanding the interaction" (11, p. 7). Mental models give an individual a greater understanding of the world about him. A model is appropriate if it is accurate, consistent, and complete. The meaning of these factors will probably vary with the individual; for example, a "complete" model for a casual, naive database user will normally differ from a "complete" model for a database administrator.

In the majority of the database literature, the use of the term "model" refers to the logical data structure used by the database management system to store the data which are in the database. This data structure in many ways defines the database, in that it has a significant impact on the efficiency of data storage and retrieval, and, frequently, on the query language(s) used in conjunction with the database. This view of "model" is, however, not of
concern in this research. The work here is concerned with a computer user's mental model of the structure that holds the data and, furthermore, attempts to influence this mental model by presenting, graphically, on the computer display screen a "picture" or model of the database. This graphical model may be of a completely different type (hierarchical, network, relational) to the database model employed by the database management system.

To summarize, this study is concerned with generating a database interface for a specific group of casual, naive computer users. The main thrust of the work is toward the acceptability of the interface by the target user group, but an ancillary goal is that of improved efficiency. This latter goal will be attained if the interface is acceptable to the casual, naive users as their interaction with the computer will, in their situation, improve the efficiency of the data retrieval system.
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CHAPTER II

LITERATURE REVIEW

Introduction

A large corpus of literature exists that is concerned with the many and varied aspects of human-computer interaction in general and with database querying in particular. Therefore, this review concentrates on the literature relevant to the user population of this research effort and to the interface developed during this work. The sections of this chapter reflect the different sections of the final interface.

Each section addresses both a differing aspect of the final interface and a number of the interface requirements. The first section is concerned with graphical database systems. These systems differ widely both in the mode by which they employ graphics and in the objectives they attempt to attain with their graphics. This initial section considers a selection of systems, highlighting those features or deficiencies that are relevant to the current research. The second section deals with database models, taking cognizance of the divergence between the view of "model" in much of the literature and that of this study. This section then goes on to discuss two database interfaces
that employ graphical models and to consider other issues related to the presentation of these models. The penultimate section first enumerates the two basic categories of query languages with their characteristics. It then itemizes the pros and cons of these two approaches to query specification before finally considering a language that may be thought of as occupying the middle way between the extremes of the two main categories. Hence, this final language combines the desiderata of each of the previous languages while excluding the inexpedient features. Finally, the summary draws together the preceding sections to present a unified whole rather than a collection of disparate parts.

Graphical Database Interfaces

Graphical representations of information are particularly apposite for use with naive users because, as Murch says, "Almost all cognitive manipulations are visual, since people think in images rather than in words" (20, p. 53). The ease with which pictorial (as opposed to written) information is internalized finds emphasis in other places in the literature, notably in the works of Glenn (5) and Reilly-Smith and Roach (23). The literature also contains studies (3, 14, 15) that stress the advantages of presenting the user with a realistic model of the system being used. Marrying these two threads of thought indicates that not
only should casual, naive database users be given a model of
the database but also this model would be best presented in
a pictorial fashion.

Existing graphical database interfaces can be divided
into two categories. One category deals with graphics more
as a means for formulating the query per se than in giving a
representation of the database itself; the other category
both gives the user some "picture" of the whole database and
provides a means for data retrieval. Thus systems such as
CUPID (17), and Michard's (18) Venn Diagrams are concerned
only with employing graphics to ease the formulation of
queries. CUPID employs plane figures, hexagons, rectangles,
etc., that contain the names or values of the data items (a
query is composed of a structure of such figures).
Michard's Venn Diagrams give a representation of the query
that can be interpreted in terms of Boolean algebra so that
queries are formulated in mathematically rigorous terms.

One of the earlier members of the second category is
Zloof's (40) Query-by-Example which initially displays a
number of table skeletons as a representation of a rela-
tional database. The user enters key letters or values into
the tables in order to indicate which data items are to be
printed and the conditions to be applied in their selection.

An example of other more recent interfaces which dis-
play the complete database is the Spatial Database Manage-
ment System [SDMS] (8). One implementation of SDMS is used
with a database of oil and gas wells in the United States. Initially a map of the U.S.A. is displayed. The user is able to move a cursor around the map by means of a joystick. When the cursor is over an area of interest, the user twists the joystick, which has the effect of "zooming" in on the chosen area. As the user closes in, more information (within the area of the "zoom") becomes visible. Hence, in the SDMS system, information is retrieved purely by closing in on an area of choice.

The SDMS interfaces are, then, pictures of the actual data of the database, with the level of detail dependant upon the level of "zoom" the user applies at a particular point in time. They do not give the user any aid in building a model of the database structure. Yet another variant on the pictorial presentation of the actual data is the Video Graphic Query Facility [VGQF] (16). The VGQF uses multiple CRTs and video discs to give users video pictures of data items in order to help them find the particular item they require. However, as with SDMS, this system does not attempt to provide any pictorial model of the database structure to the user.

The literature clearly indicates that the use of a graphical interface is particularly appropriate for casual, naive users. A number of systems have attempted to capitalize on the use of computer graphics in one form or another. However, few have followed the indications in the literature
that a model of the database structure would facilitate the man-machine interaction. Rather, these graphical interfaces have been oriented to other uses for the graphical capabilities of the machine.

Database Models

As indicated above, the literature seems to intimate that it is advantageous for a database user to have a model of the system being queried. On the surface, it appears that there are already a number of studies that consider the effect of database models on the querying process (1, 9, 11, 12, 13, 14, 15, 22, 27, 29). There remain, however, some major questions about the appropriateness and ease of use regarding selection and learning of various logical database models. Nevertheless, all these studies are concerned with the complete logical model, which is directly tied to the data structure used to store the data and, generally, how this affects the user's ability to produce queries correctly and efficiently. Although these studies provided some guidelines for the present research, they have no direct relation to this paper's definition of model. This previous work, thus, has little bearing on the current research in which the underlying logical model of the database is largely irrelevant. For example, the display of the first study (2) presented the users with a hierarchical model of the database, while the data were actually held in a
relational database. The model type of the database need have no bearing on the model displayed to the casual user, except that the display should not imply any relations which are not supported by the database. The displayed model of the database is purely to increase the comfort of the casual, naive user with the system. This is very different from the literature cited above, in which the database model is an integral part of the database management system and, frequently, has ramifications on the formulation of database queries.

The literature does contain one or two examples of database interfaces that give the user a graphical model of the database. The interface of Zhang and Mendelzon (39) gives the user a model similar to that of Figure 2,

![Figure 2](image_url)

Fig. 2—Second study, medical network model with abstract relations.
employing headings abstract relation names in diamonds, and
the order of relations. The query is constructed by selecting keywords from menus which are displayed on the right-
hand-side of the display screen, in an area separated from
the graphical display. The graphical model of the database
is static throughout the user-computer interaction. In
order to view particular data item names under each heading,
the user must switch to the menu. As a result, Zhang and
Mendelzon's interface does not use the spatial organization
of the display to associate a particular set of data items
with a specific top level heading. One solution to the
spatial inconstancy problem would be to window out headings
and allow the user to view the names of data items which lie
underneath each heading. Such an approach is used in this
particular study.

The interface designed by Larson and Wallick (10) uses
a graphical illustration of a syntax diagram as the means by
which a user initiates a query. When the user reaches a
point in the query which requires the use of the database
schema, a graphical model of the database is displayed, and
the user can employ a mouse to select the required data item
names. Again, the graphical model used in this interface is
similar to that of Figure 2. However, Larson and Wallick's
interface gives only intermittent views of the graphical
model, since its display is subservient to the syntax
diagrams.
Unlike Zhang and Mendelzon's (39) design, Larson and Wallick's (10) interface does have a spatial connection between a heading and its associated data items. Associations are made by drawing "bubbles," each of which contains a data item name. Each of the bubbles then has a line joining it to the appropriate heading. However, displaying all data information at all levels and at one time has significant drawbacks, viz., the screen quickly becomes cluttered. This is compounded in the Larson and Wallick (10) interface by the additional concurrent display of all or part of a number of levels of syntax diagram. In their paper, Larson and Wallick attempt to reduce the "cluttering" effect by showing a model with only three headings and six data items. Such a representation would hardly suffice for a practical system. This is in contrast to the implementations of the interface designed during this research, which represent practical systems and use graphical models developed with the cooperation of individuals working in the areas of interest.

The work of Ross and Moran (26) is relevant also to the current research because it underscores once again the need for consistency. A definition of consistency, as it relates to this study, is information on the same topic, presented in the same area of the screen, no matter what the level of abstraction, so that a user will, subconsciously, associate a particular area of the screen with information on a
particular topic. This idea is in marked contrast to Zhang and Mendelzon's (39) design. Ross and Moran demonstrated what they call "remindings" whereby users of a text editor are able to apply learned commands more readily in a setting that is similar to the one in which the original learning took place (i.e., similar type of text) than in a context which is significantly different from the original.

Other advantages to be accrued from the adherence to spatial consistency are discussed by Teitelbaum and Granda (31). Their study is concerned with menu selection, and they compared how fast their subjects were able to find and identify a particular piece of information on the screen, both when its position was constant and when it varied. They found that positional constancy significantly improved user response time. In the first trial block, subjects with positionally constant information performed significantly better than those without positional constancy. They also found that with positionally constant information there was a learning curve. Over a number of trial blocks the disparity between the groups enlarged as those with a positionally constant display were able to build on their previous experience while those with a positionally nonconstant display were not.

"Chunking" is the concept advanced by Miller (19) whereby people decompose a problem or system into a number (seven, plus or minus two) of "chunks." These "chunks"
represent a logical division by the individual of a larger problem into smaller groupings which are then easier for the individual to process.

In the context of the system developed for this study, the "remindings" effect acts as an adjunct to the user's "chunking" in locating the data item names required for a particular query. The "remindings" reinforce the association of information with position.

A differing view of spatial constancy is that users should be able to see the current detailed information which they are viewing within the overall context (4), so that they maintain a grasp of the larger world while investigating a particular area of it. This is not supported by either the Larson and Wallick (10) or Zhang and Mendelzon (39) interfaces. Larson and Wallick only display the graphical model when it is required by the user, and all the information pertaining to it is displayed at one time. There is no materialization discrimination between the differing levels of information. Zhang and Mendelzon do display the overall graphical model continuously but do not give the position of detailed information within that model.

Since the majority of the database literature referring to database models is concerned with the model employed by the database management system, it is of little moment to the current research. The few database interfaces that do attempt to provide a graphical model of the database
structure seem to have overlooked a number of criterion in the literature as to the desirable features of such a model. The interface which is the result of this research attempts, at least partially, to fill this void.

Query Languages

Languages used for querying databases can be considered as forming two groups, those that are procedural and those that are non-procedural. A procedural language may be characterized both by its having a strict syntax and requiring the user to have some knowledge of the database design in order to formulate a query correctly. A non-procedural language, such as natural language, has a freer syntax and is not tied to the underlying database design.

The literature contains a number of studies of procedural languages (6, 7, 22, 24, 25, 28, 30, 33, 34, 35, 36, 37, 39). All of these studies involved testing novices or non-programmers. The studies are mostly concerned with comparing various features of one or more languages and with the ease of learning and memorizing particular languages. The majority of the studies found that a significant investment of time and effort was required to learn the procedural language(s) under investigation.

On the other hand, non-procedural natural languages have been studied from various perspectives. Combining the results of previous studies, Ogden and Brooks (21) and
Turner and others (35) indicate that if the user is allowed to employ unrestricted natural language, while reducing learning time, it can lead to queries outside the scope of the natural language processor.

Both the Ogden and Brooks (21) paper and the Turner and others (35) chapter suggest that a restricted natural language is the most appropriate mode for a query language. Turner references Shneiderman (29) to underline the appropriateness of employing natural language with users who are familiar with the content of a database, i.e., where the users will be constrained in the queries they form by their knowledge of the constraints implicit in the information held by the computer. The utility of this type of restriction is demonstrated in the lunar rocks expert system (38) where it was found that the geologists who queried the system produced a very high rate of acceptable queries, whereas a group of psychologists, who had undergone a short training session on the data held by the system, still had a very low success rate. An alternative approach to a restricted natural language is proposed by Ogden and Brooks (21), who suggest that an analysis of user queries (for a particular system) will reveal a comparatively small number of syntactic constructs being used and the language can be restricted to recognizing only these constructs.

A completely different approach to the use of natural language is that taken by the Texas Instruments (TI)
database interface (32) which allows the user to compose a natural language query by making selections from a number of menus. This type of system can be considered as having a grammar, but the program does not need to parse natural language. When a particular implementation is produced, a tree-like structure can be generated with menu options and the formal syntax of their associated query segment stored at the nodes. This structure is tree-like in that the flow is from parent to child and the flow does not loop. This system diverges from a tree structure because one child may have a number of parents. This "tree" can be traversed by the program during the inputting of a query, and the static information held in the system can be used to produce the desired query. The TI interface requires so many menus on the screen at one time that there is little room for anything else; no attempt is made to give the user any model of the database being queried.

The two major classes of query languages, procedural and non-procedural, were discussed with their possible trade-off of specificity for ease of use. A compromise, restricted natural language, was considered in which ease of use may be maintained but not at the cost of a complete loss of specificity. The various factors involved with the user population of this study would seem to indicate that a restricted natural language should be the language of choice for this interface.
Summary

A graphical interface is an appropriate vehicle for presenting a casual naive computer user with a model of the database structure, while a restricted natural language is an appropriate means for query entry. These are the two major conclusions to be drawn from the review of the literature. They are, further, the major features of the database interface designed during this research effort. Ancillary conclusions relate to some of the more detailed aspects of the major features. That the display should maintain spatial consistancy as information at different levels is viewed, and that this information should be partitioned so as to correspond to the user's "chunking", are, perhaps, generalizations of the other conclusions. The interface described in the following chapters attempts to embody these ideas in a consistent, coherent manner.
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CHAPTER III

INTERFACE DEVELOPMENT

Introduction

This chapter traces the development of the interface from the initial enumeration of the user characteristics through to the implementation on microcomputers. It describes the various components of the system and highlights the user-computer interaction.

User Characteristics

In order to obtain an interface that would be acceptable, the characteristics of the specific user group, viz. doctors, were first analyzed. Recalling that the working definition of a casual, naive computer user is someone who has little or no knowledge of computers and may only want to use a system occasionally, then the relevant user characteristics (cf., 7, 8, 10) for the doctors are (a) is intelligent, (b) has computer naivete, (c) has little time to learn, (d) performs retrievals occasionally, (e) has antipathy toward computers, (f) has no model of database, (g) has good knowledge of information in database, and (h) has poor knowledge of data item names.

The first of these characteristics means that certain assumptions may be made that are not necessarily true for
all possible groups of naive users; for example, it is reasonable to expect that the users can read English, have a grasp of the fact that their actions at the keyboard will produce a reaction from the machine, etc. In other words, certain basic assumptions that are usually taken for granted, are in fact true in this case. The next characteristic, computer naivete, carries the implication that very little can be assumed as to the user having realistic expectations of the computer; the user may, not infrequently, have unrealistic expectations. This means that there is an onus on the computer program to ensure that the user is given a reasonable idea of both what is expected from him or her and what the computer is capable of doing. In this particular case, the doctors are, by virtue of their profession, very busy and have very little time available for acquiring new skills, particularly in an area they view as being of questionable benefit to their activities. The fact that a minimum of learning is required further emphasizes the need for the computer program to provide the user with sufficient information to carry on a useful dialogue with the machine. The doctors do not require the database for use in a clinical setting in which they would be accessing it many times each working day. The database holds research information which a particular doctor would need to reference only occasionally, perhaps once or twice a month, when he or she may perform statistical analyses on
selected groups of patients. While many doctors accept computers as a useful tool for technicians and nurses to use; they feel that they, personally, neither want nor need to use computers, no matter what potential benefits are proffered. It is felt that the lack of any explicit model of the database, i.e., representation of the underlying structure between different classes of data held by the database, is significant since other works (1, 4, 5,) indicate that when users have a realistic model of a computer structure, their efficiency in using the computer is enhanced. The doctors have no logical model of the structure holding the data because they have never been given one, either by formal (or informal) teaching or by a database interface. Finally, users have a good knowledge of the type of information held in the database since it is the type of information they are using in the normal execution of their duties. However, they are not conversant with the very specific division of the data within the database nor with the data item names assigned by the data description language (DDL).

Derivation of Requirements

Figure 3 gives an overview of the derivation of particular requirements from the enumerated user characteristics. The characteristics of "has little time to learn" and "performs retrievals occasionally" each force the requirement
### Characteristics of the Users

**Intelligent**

- Naive computer user
- Antipathy toward computers
- No time to learn
- Occasional retrievals
- No model of database

**Good knowledge of information in DB**

- Poor knowledge of data item names

### Required of the Interface

- No learning time (self explanatory)
- Provide a database model
- Give easy access to data item names

---

**Fig. 3—Derivation of requirements from user characteristics**

That the interface be self-explanatory. The former means that any system that requires an investment of time in order to be successfully utilized will not be used (as is the case with the doctors and their current system). The latter requirement means that anything learned at one session with a system is likely to be forgotten by the time the system is next used, thus compounding the learning time associated with the system.

Having established the requirement that the system be self-explanatory, the characteristics "is intelligent" and "has computer naivete" then dictate the level of the explanations that are to be provided. The system messages and
instructions may assume an intelligent user but should not assume any knowledge of computers or computer terminology. Any message to the user must be in terms he or she can understand. This last point is of particular importance in view of the characteristic "has antipathy toward computers"; the user needs to feel "at home" with the system. It needs to put the user at ease and be clear in any messages given. Furthermore, it needs to be forgiving of any mistakes the user may make.

As the doctors do not have a logical model of the database, there is the requirement placed on the interface that it should provide a model. The model so provided should be sufficient to give the user an understanding of the logical structure of the database without becoming too complex so that confusion and information overload result.

The penultimate characteristic "has good knowledge of information in the database" carries the implication that the users, in all probability, will already have their own "chunking" of the information (4, 6, 9) and the interface needs to reflect these same divisions of the data as far as is practicable. Obviously, if different individuals within a particular user group employ drastically different "chunking" schemes, then one implementation of the interface cannot accommodate them all but should endeavor to present the most frequently used "chunking" scheme.
The final characteristic is "has poor knowledge of data item names." This means that the interface should be capable of either handling all possible synonyms for all data items and all aggregates of data items (e.g., "name" implies last name, first name, and middle initial) or of providing the user with easy access to the names of data items and aggregates that are recognized by the interface. Therefore, in summary, the requirements for a database interface to meet the needs of users with the characteristics delineated above are easy to learn, provide a database model, accommodate the user's need for "chunking", and naming of data items and aggregates.

Graphical Model

The use of a graphical model of the database not only helps fulfill a number of the requirements but also has other advantages. The graphical model aids in making the interface easy to comprehend since on the initial, surface level, it provides a "picture" of the database. This picture, in some ways, is familiar to the user, since the named headings correspond to the high level "chunking" employed by the user. The lines connecting the headings give expression to the relationships between one heading and another in a simple, clear manner. The graphical model has the advantage that it allows the user to employ his powers of parallel processing and peripheral visibility (9). The
user can take in the whole model at one time. It is not presented one step or section at a time but as a single coherent entity. Although the user may concentrate on a particular section of the graphical model at a particular point in time, nevertheless, because of peripheral visibility, he or she still has the whole model in view. The graphical model is a visuo-spatial structure so that much of the complexity, which would otherwise be inherent in an explanation of the relationships and elements that go to form the structure, is obviated and replaced by something which is easily comprehended by users with some background in the field addressed by the database. The graphical model represents a complex structure in a simple manner.

The graphical model is a model of the database, thus fulfilling this requirement. Although it may not have many features in common with the database schema, it serves to provide the user with a mental model of the database at a level of abstraction appropriate to the user's understanding.

Since any specific user does not work frequently with the database, the graphical model has the further advantage that it is more easily remembered than would be the case with a block of text that purported to accomplish the same task (9). Thus, employing a graphical model helps to make some use of a user's memory. A graphical model, then, addresses the interface requirements for ease of learning,
providing a database model and meeting the user's need for "chunking" at its most abstract level.

Lower Levels Within the Model

While the headings displayed as a part of the top level graphical model provide one degree of reminder as to the information held by the database, a more detailed set of information may also be viewed. At the lower levels, information such as data aggregate names, data item names, data item values give the content of the available information. The elements below the top level can be related to the heading through which they are accessed in a manner consistent with the user's "chunking" (9). The elements at one level will also maintain spatial continuity with the one at the prior higher level from which they were derived by being centered over the higher level element. As previously stated in the literature review, other methods (3, 12) are employed to display the data item names associated with the nodes of a graphical database model. However, both of the prior systems have deficiencies that are not shared by the current display. The Zhang and Mendelzon (12) system looses spatial constancy by not displaying the data item names in the same area of the screen as the associated higher level items. The Larson and Wallick (3) system (as they admit in the concluding section of their paper) quickly leads to an overcrowded display as each data item name requires its own
"bubble." The example graph given by Larson has only six data item names, which is not realistic for a working system.

Neither the Larson and Wallick nor the Zhang and Mendelzon system accommodate more than top level headings and data item names. The system proposed here has other levels of information to aid the user (see Figures 4, 5, 6). Under a top level heading, both data item names and aggregate names may be found. For example, under the heading "Patients" may be found the element "name" and under this may be found "last name", "first name" and "MI," these last three being data item names, while the element "name" is an aggregate. Where necessary, a hierarchy of aggregates could
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         4 Episode
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Fig. 4--First study, top level model
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Fig. 5—First study, one level down
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Fig. 6—First study, two levels down
be employed. Another level below that of the data item names could be used to give the form (or possibly value or value ranges) of the data item. An example of form for the data item name "date of birth" would be "mm/dd/yy"; an example of the data item values is given in Figure 6 for the data item "RDC" (a psychiatric diagnostic method), while ranges of values would be appropriate for data items such as clinical and psychological test results. The values in these cases could indicate not only the acceptable range but also the range that is considered normal plus perhaps information on specific abnormal values. The lower level elements thus complete the requirements for an interface that accommodates user "chunking" and provides the user with a complete picture of the content of the database.

Query Language

Hayes, Ball, and Reddy say that "One of the most important causes of the man-machine communication barrier is that an interactive computer system typically responds only to commands phrased with total accuracy in a highly restricted artificial language" (2, p. 19). In view of this and the requirement that the interface be self-explanatory, it was determined that a procedural query language was not appropriate in this case. On the other hand the users are given a model of the database, and they have a good knowledge of the information stored by the database. All of these
considerations lead to the conclusion that natural language is the optimal choice in this situation. With natural language, there is no learning investment since the users know the language already and their knowledge of the domain, coupled with the model of the database, should ensure the use of a restricted natural language.

The ideal method for input to the interface would be for the user to talk to the computer. Unfortunately, funds for a speech recognition system were not available. This meant that it was necessary to use the keyboard to type queries. However, with speech recognition in mind, a natural language analyzer was designed that does not rely, in any way, on punctuation.

The design of the language analyzer employed the augmented transition network (ATN) approach [vide Winograd (11) for a full treatment of this methodology]. The ATN produced is shown in Figure 7. With reference to the requirements for the interface, in addition to those intimated above, the ATN is also robust in that it handles words which it has not recognised. This means that users could employ a much wider vocabulary in their queries than would otherwise be the case. The ATN refers to one group of tokens as "Adpreps." These are the group of adverbs and prepositions that appear in conditional clauses. They are grouped under one heading since they both act as modifiers. A simple partition of the ATN may be noted in that, to a large
Fig. 7—ATN for the language analyzer
extent, nodes "A" and "B" are concerned with tokens to be printed, while the remaining nodes are used to process conditional or qualifying clauses. The ATN makes minimal use of words not contained in the graphical model so as to be as flexible as possible and at the same time use only a small amount of computer memory for its dictionary.

Implementation

Each implementation of the interface consists of a suite of programs (see Figure 8). Each suite has utilities to generate graphical models and initialize data files and a main program which is the actual interface.

Fig. 8--Interface components
One utility is used to generate the graphical model to be employed by a particular implementation of the interface. It takes the person who is generating the model through elements of the graphical model: headers, joining lines, word relations, order of relations, abstract relations, data item names. For each of these, values are entered appropriate to the element. These are then added to the displayed model. Where applicable, the user is given the option of moving an element if the position selected by the program is not to the user's satisfaction. Once all this information has been entered, it is saved in a data file. A second utility is used to generate a file holding the name of the file containing the model data and information on the sequencing of the models during testing.

The main program is composed of three modules: the driver module, the display module, and the language analyzer. The driver module first obtains the name of the model data file and the sequence for the models with the current user. It updates and stores the updated information back in the file so that the next test subject will get the next sequence. The graphical model data is then loaded from its file. Once it has completed these initialization routines, the driver's main functions are to supervise user input and to pass control to the display and language analyzer modules as necessary. At the end of a session the driver saves in a data file the text of the user's query,
time taken for the query, and model accesses. The display module has a control routine that first validates the user input since not all commands to the graphical model are valid under all conditions: for example, a "back up" instruction is not valid if the top level model is displayed. If a command is valid then it is passed to either the routine to display the top level model or the routine to display lower level information. These routines access data on the current status of the display and use this, together with the user input, to update the display as desired by the user. Since the display module is separate from the other modules of the program, the display can be changed by the user at any point during the entering of a query without having any effect on the query itself.

The language analyzer is invoked at the end of a query. It parses the query, analyzes it, and then gives the user feedback on its understanding of the query by stating which item names and aggregates are to be printed and the conditions, if any, which are to be used in the selection process. An earlier pre-prototype version of the language analyzer processed the text of the query as the user was entering it. This approach is no longer followed as it was found that it slowed down the response to user input to an unacceptable level, and the overhead necessary for back-tracking, should the user back space more than one word, led to a further degredation of system responsiveness.
The current implementations are on an eight-bit Otrona Attache microcomputer and a sixteen-bit Texas Instruments Professional microcomputer. The eight-bit machine was used in the first study, the sixteen-bit in the second. The two versions are essentially the same except for a few minor differences. The Attache has a monochrome (green) screen and highlighting is used with information below the top level to aid visual discrimination. The TI has a color screen; a blue background is used with white for the text characters and yellow for the graphics. The Attache has a standard "qwerty" keyboard; there are no function keys, so the graphical model was accessed by holding down the "shift" key and then pressing one of the numeric keys. An example of accessing lower levels of the model is given in Figures 4, 5 and 6. In the state of Figure 4, pressing "shift 3" gives the state of Figure 5; if "shift 1" is then pressed the state of Figure 6 results. From Figure 6, pressing the "shift 0" would cause the model to back up to Figure 5 and pressing "shift 0" again would restore the model to the state shown in Figure 4. As can be seen from Figure 5 only the access numbers relating to one level are visible at one time. This is in order to save any confusion over which numbers are operable. The TI has function keys and these are used to access the graphical model as this provides a demarcation between those keys used to enter the query and those used to access the graphical model. In both
implementations the only instructions displayed on the screen are those telling the user how to interact with the graphical model.
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CHAPTER IV

EVALUATION

Introduction

The interface was evaluated with the original user population and two other similar populations in order to ascertain that it did indeed fulfill the requirements of these groups. Since the graphical model can be varied in many ways, the evaluation testing took the opportunity to compare the acceptability of differing models in order that an optimum model could be isolated, or that at least the models preferred by users could be employed in future versions of the interface.

First Study

Aims

The main aim of this study was to obtain feedback from the intended user population on the acceptability of the interface. To this end, the experimental framework was not as rigorous as in the second study but, rather, attempted to be more that of using the interface in a "normal" situation. Subsidiary aims were to compare different graphical models for the amount of help the user felt they gave and to collect data on the time taken to enter a query, the correctness of the queries and the display accesses made, so
that some idea of the efficiency of the interface could be gained.

Experimental Method

The subjects were eleven clinicians of the Affective Disorders Unit of the University of Texas Health Science Center at Dallas. A few days before the actual test, the prospective subjects were each given a short letter (see Appendix) explaining the objectives of the test and informing them that the test would require that they enter a few database queries on a computer. The subjects were asked to prepare about six of their own queries, covering the types of information they would expect to retrieve from the database. This approach was used because it provided a reasonable simulation of the normal user scenario, i.e., perceive an information need, go to the database, endeavour to retrieve the information. The free-format method was selected as opposed to methods that give the subjects a pre-written query (or a "fill-in-the blanks" method to complete a set of data) because it was felt that both the latter methodologies provide subjects with an unrealistic environment. The actual testing thus required the subjects to perform a more natural query task.

The experiment was conducted in an office setting. During the experiment each subject worked alone on their queries. Immediately prior to the experiment, each subject was given a short (five minute) individual introduction to
the system. The actions of the different keys on the keyboard were explained; in particular those used to communicate with the graphical model were differentiated from those used for the actual query. The method used to terminate a query was also emphasized. The subject was then given a pre-written query to enter along with some verbal instructions as to when, in this query, the graphical model should be utilized to confirm item names. The written query was used to help the subjects gain some measure of confidence in the system before they began the experiment. The written query and other information given to the subject are illustrated in the Appendix.

Once subjects had completed the pre-written query, they were free to enter their own queries. As a subject moved from one query to the next, the graphical model displayed on the CRT cycled through the three models of Figures 4, 9 and 10, thus ensuring that each model was given approximately the same exposure. With different subjects the initial model and the order of the models were also varied to obviate any biasing from this source.

Once a subject wished to terminate the experiment he or she merely informed the experimenter that he or she was finished. At this point the subject was asked to complete a questionnaire (see Appendix).
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Fig. 9—First study, ordered model
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Fig. 10—First study, scattered model
Data Analysis

In order to assist in comparing disparate queries, a
time-complexity metric was employed. The metric values were
obtained by dividing the time taken for a query by the
number of valid display accesses during the query. This
provided an equalizing effect for queries of differing
length and complexity. As multiple measures (e.g., ranking
three different models) were made for each subject, the
testing could be viewed as a randomized block design; there-
fore Friedman's (2, p. 175) non-parametric, analysis of
variance by ranks was employed. This statistic has the
advantage that it may be applied to data that do not meet
the analysis of variance assumptions of normality and
homoscedasticity. Kendall's (2, p. 178) correction for tied
ranks was used where appropriate. For the subjective rating
of the graphical models, the two-tailed hypotheses employed
are as follows:

$H_0$ : The models will be equally helpful;
$H_1$ : The models will not be equally helpful.

At a significance level of 0.05 the null hypothesis was
rejected. In order to determine between which of the models
a significant difference existed, a nonparametric multiple
comparisons test, paralleling the Newman-Keuls test but
using rank sums instead of means, was used (2, pp. 156,
176). This analysis showed that there was a significant
difference between each pair of displays; Figure 4 was the
preferred choice while Figure 10 was considered the least helpful.

For the time-complexity metric, the two-tailed hypotheses employed are as follows:

\( H_0 \): The models will be equally efficient;
\( H_1 \): The models will not be equally efficient.

At a significance level of 0.05, the null hypothesis was accepted. There was no significant difference in user efficiency between any two of the three models.

**First Study Conclusions**

The ratings given to the preferred model were high and seemed to indicate that the subjects found the interface helpful. This was confirmed by the subjects' written and verbal comments. They expressed themselves happy with the system. The time taken to enter queries and the correctness of the queries would also imply that the database is an efficient tool. Although the subjects were not familiar with methods for accessing a computer database, their mean time for entering a query, including display accesses, was less than two minutes. This compares very favorably with their current system which, when accessed by competent users, takes at least fifteen minutes and normally longer. Also, out of the 221 aggregate, data item and data item value references in the queries, only 20 were entered incorrectly. Thus the interface provided a quick, accurate
and acceptable method for casual, naive users to enter their database queries.

Second Study

Aims

Having discovered in the first study that the interface is appropriate for casual, naive users, this study focused on the graphical model to be displayed to the user. To this end, a number of other features of the interface were held constant so as not to confound the main results.

This study aimed to answer the following research questions.

1. Given a hierarchical model of a database, how much information should the graphical model contain in order to ensure maximum comfort to a casual, naive user?

2. Given a network model of a database, how much information should the displayed model contain in order to ensure maximum comfort to a casual, naive user?

3. Is a casual, naive user's efficiency (based on each of time and number of errors) in querying a database affected by the database model displayed to the user?

Experimental Method

This experiment compared models at a number of levels of abstraction and different information content as shown in Figures 9 to 14, where Figure 11 is the preferred model type of the first study. Coupled with the results of the first
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Fig. 11—Second study, medical hierarchical model
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Fig. 12—Second study, medical hierarchical model with relations.
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Fig. 13--Second study, medical hierarchical model with order of relations.
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Fig. 14--Second study, medical hierarchical model with abstract relations.
study, this provides a graduation from "no model" to a complex model. In addition to the hierarchical models, the study also considered network models of a database, as is shown in Figures 15 and 16. These models were used with two groups of subjects: medical personnel and teachers. This gave six subject groupings: medical-weak model, medical-strong hierarchical model (Figure 11), medical-strong network model (Figure 15), teacher-weak model, teacher-strong hierarchical model (Figure 17), teacher-strong network model (Figure 16); also see Table I. The weak groups used the range of abstraction illustrated in Figures 9, 10, and 11, and "no model" in which the subjects used a simplified DDL instead of viewing a model displayed on the CRT. The strong groups used the range of abstraction illustrated in Figures 11, 12, 13, and 14.

**TABLE I**

**STUDY GROUPS**

<table>
<thead>
<tr>
<th>Model</th>
<th>Medical Personnel</th>
<th>Teachers</th>
</tr>
</thead>
<tbody>
<tr>
<td>weak model</td>
<td>first study</td>
<td>second study</td>
</tr>
<tr>
<td>strong hierarchical model</td>
<td>second study</td>
<td>second study</td>
</tr>
<tr>
<td>strong network model</td>
<td>second study</td>
<td>second study</td>
</tr>
</tbody>
</table>
Fig. 15—Second study, medical network model
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Fig. 16—Second study, teacher network model
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For the no model/DDL mode, the subjects were provided with a number of lists. Each list pertained to one heading and the information stored under that heading. This was easier than using a DDL listing and corresponded to the system used by the Affective Disorders Unit staff when querying the mainframe database.

There were five to twelve subjects in each of the test groups. The subjects were drawn from Texas College of Osteopathic Medicine (TCOM) and Denton area schools. The subjects had had little or no experience querying a database. Testing for the medical personnel was carried out in
an office at TCOM. The teachers were tested in groups, in a computer laboratory, at North Texas State University.

For the different groups each subject used the models described above. A "within groups" approach was followed, with the ordering of the models being varied so that as many combinations as possible could be utilized. As the ordering of the queries and the displayed information was the same within any group, any biasing due to a learning curve should have been obviated by the different sequences in which the models were presented. With the no model/DDL test, the experimenter ensured that a subject used the data element lists only at the correct time, while the computer controlled the model to be displayed at other times.

Each test consisted of a short (five to ten minute) introduction to the experiment for the subject. The subject was first shown a sheet with the four models he or she would be using (see Appendix) and told that the computer would be employing these pictures of the database. For the strong models, a brief explanation of the relations and orders of the relations was given. Then the experimenter went through the instruction sheet (see Appendix) with the subject. After this instructional period, the subject was given eight queries to enter into the computer. The queries were characterized by not using the correct aggregate and data item names as used by the computer, e.g., instead of referring to
patients, a query might refer to clients. Each subject within a particular group used the same list of queries.

The computer monitored the time taken for each query and saved the subject's queries so that they could be checked later for correctness of aggregate and data item names. Once each subject had finished the set of queries, he or she was asked to fill in a questionnaire (see Appendix).

**Data Analysis**

Since the queries were the same within any group, there was no need to apply any equalizing factor for differing queries as in the first study, thus the time to enter a query was used to gauge efficiency. The same statistical tests were applied within each group of the study as in the first study.

Friedman's statistic applied to the rating of the hierarchical models by doctors indicated that the null hypothesis should be rejected (χ² = 9.35, d.f. = 3, p = 0.05). The within groups testing revealed that the model of the same type as Figure 12 was better than that of Figure 14 (q = 3.63, p = 0.05). No other significant differences were found at the 0.05 level. Using the rank sums gives an ordering of the model variants as: Figure 12, Figure 11, Figure 13, and Figure 14.
Friedman's statistic applied to the rating of the network models by doctors indicated that the null hypothesis should be rejected ($\chi^2 = 13.075$, d.f. = 3, $p = 0.05$). The within groups testing revealed that the model of the same type as Figure 11 was better than those of Figure 13 ($q = 3.91$, $p = 0.05$) and Figure 14 ($q = 4.58$, $p = 0.05$). No other significant differences were found at the 0.05 level. Using the rank sums gives an ordering of the model variants as: Figure 11, Figure 12, Figure 13, and Figure 14.

Friedman's statistic applied to the rating of the weak models by teachers indicated that the null hypothesis should be rejected ($\chi^2 = 12.375$, d.f. = 3, $p = 0.05$). The within groups testing revealed that the model of the same type as Figure 9 was better than both the DDL listing ($q = 3.690$, $p = 0.05$) and Figure 10 ($q = 4.025$, $p = 0.05$), while the model of the same type as Figure 11 was better than both the DDL listing ($q = 2.907$, $p = 0.05$) and Figure 10 ($q = 3.242$, $p = 0.05$). No other significant differences were found at the 0.05 level. Using the rank sums gives an ordering of the model variants as Figure 9, Figure 11, DDL, and Figure 10.

Friedman's statistic applied to the rating of the hierarchical models by teachers indicated that the null hypothesis should be rejected ($\chi^2 = 7.370$, d.f. = 3, $p = 0.10$). The within groups testing revealed that the model of the same type as Figure 12 was better than that of Figure 14.
(q = 3.745, p = 0.10). No other significant differences were found at the 0.10 level. Using the rank sums gives an ordering of the model variants as: Figure 12, Figure 13, Figure 11, and Figure 14. Friedman's statistic applied to the rating of the network models by teachers indicated that the null hypothesis should be accepted ($X^2 = 5.22$, d.f. = 3, $p = 0.10$).

**Second Study Conclusions**

The results were fairly consistent across the different groups of users tested. For the range of weaker models, Figure 4 was preferred by the doctors and Figures 9 and 11 by the teachers, i.e., the preferred models were those giving the most information. While for the stronger, hierarchical and network models, displays employing the level of Figures 11 and 12 were those favored, i.e., the users opted for the displays that gave the least information. Thus, viewing together the experimental results from both weak and strong sets of graphical models, it appears that the media via is the optimum choice.

The comments from the experimental subjects indicated the reasons for the rejection of the models at either end of the spectrum. The level of model shown in Figure 10 and in the DDL listings were rejected because they gave the user too little information so as not to be sufficiently helpful. The level of model in Figures 13 and 14 by contrast provided
too much information and were perceived as producing a cluttered display. There was some variance between the groups over the middle ground graphical models; this was due to individual differences rather than any major division of opinion. Thus a display using any of these models would probably be acceptable, though the model level of Figure 12 was preferred in the largest number of cases and so must be considered the most helpful level of information for a graphical model.

It is interesting that the doctors using the hierarchical model preferred the level of Figure 12 but those using the network model preferred the level of Figure 11. It may be that as the model structure increases in complexity, users wish to keep other sources of information (relation names, in this case) to a minimum; conversely, for a simple structure, the user is happier with a slightly higher level of other information. It may well be that the best solution to this variation in preference would be to have an interface that allowed the individual to choose which level of graphical model (Figures 9, 11 and 12) the computer should display; in this manner personal preferences would be accommodated.

The lack of a significant result with teachers using the network model is due in part to the small sample size, since of the five subjects in this group, four chose the
model level of Figure 12. Thus even in this case, Figure 12 is indicated as being the preferred choice.

It is noteworthy that the interfaces cited in the literature review as using a graphical model (1, 3) use that model which was most consistently rejected by the subjects in this experiment. This, perhaps more than anything else, underscores the need for more work in this area, so that the needs of the users can be met.

The queries took the subjects approximately four minutes each to enter, twice as long as with the first study. This was probably due more to changes in the experimental method than any other factors. This is also true of the error rate in data aggregate and item names which rose from less than 10 percent in the first study to nearly 20 percent in the second study. These differences in the studies will be discussed in the next section.

Concurrence and Divergence of the Studies

The two studies were somewhat similar, though with a number of notable differences. It is quite apposite at this point to consider what the areas of concurrence and those of divergence indicate—both for the interpretation of the results of these studies and for future work.

As noted in the conclusions for both studies, the group with a weak set of graphical models preferred those that gave the most information. A major difference between the
studies proved to be the fact that in the first study, the clinicians made up and entered their own queries, while in the second study, the subjects needed to re-word queries they were given. The latter is not such a normal operation as the former. Thus despite the fact that both the queries and the display of the first study were more complicated than those of the second study, the queries in this latter study took twice as long to enter and contained twice as many errors. The printed queries seemed to give the subjects of the second study an illusion of security, which those who had to think up their own queries did not possess. As a result, many of the aggregate and data item names were copied directly from the list of printed queries. Hence the form of the experiment would seem to have had a considerable effect on the apparent efficiency of the interface, but it does not seem to have had any effect on the subjects' choice of model types.

The size of the group of subjects performing the experiment at one time also had a detrimental effect on some individuals. In the group of eleven teachers who did the experiment together, two of the subjects merely copied the queries directly from the list on to the computer. This did not happen with any of the other subjects, all of whom were in smaller groups. None of the subjects seemed to have any trouble with the keyboard as a means of data entry, though it was noted that some of the poorer typists favoured a
"keyword" approach rather than entering complete sentences. Neither the shift-numeric key sequence, nor the use of function keys to access the different levels of the graphical model, seemed to have any effect on user performance. If anything, the former method was preferred, since some of the subjects of the second study did press the numeric keys instead of the function keys; they seemed naturally to associate the numbers in the boxes with the numeric keys. Despite the difference between and within the studies, the main findings with regard to the helpfulness of the graphical models and the ease of use of the interface remained constant.
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CHAPTER V

SUMMARY & DISCUSSION

Summary

The database interface designed as a result of this research is appropriate for use by casual, naive computer users. It meets the user's needs by being not only easy to use but also by giving information about the form and content of the database itself. The interface should also effect an improvement in user efficiency and enable users to enter queries quickly and accurately. In addition it should expand the user group by allowing casual, naive users to join this group. For the casual, naive user it provides a means of retrieving data in a manner that requires no learning but which is comprehended quickly and easily.

This work adds to the body of knowledge concerning the display of the logical model of a database; specifically it shows that a database schema representation commonly used among professionals in the database field is not appropriate for use with casual naive users. It further shows that casual, naive users do prefer to have a model of the database and that they feel that this improves the helpfulness of the system they are using.
Future Research

There are a number of areas for future work that can be based on the interface developed as a result of this research. The areas can be split into three sections; those that address accessing the information held in the graphical model, those that address the display characteristics of the graphical model, and those concerned with the input of the actual query.

The first study used the shift and numeric keys to access the model, while the second study used function keys in order to provide a demarcation between those keys used to access the model and those used for entering the query. This will also be the case if a pointing device is used to communicate with the model, but each of the various possible pointing devices offers further levels of variability. For example, a mouse with two or three buttons may result in a different method of integration than would a light pen.

Some work has already been initiated on aspects of the display characteristics, but there is considerable scope for more. The amount of data displayed at one time may be affected by the colors used, so that if all data pertaining to a particular level has its own background and foreground colors, then the amount of data which the user can easily assimilate is increased when compared to the amount when color differentiation is not employed. Further, different color combinations may well give different amounts of
acceptable data displayed. On the other hand it may be that the over use of color is counter productive, as is claimed by Tufte (1).

In addition to studying the different models presented to the user, there is a need to consider the different ways a particular model can be displayed. For example, Figure 4 shows a tree structure, but the normal method for displaying a structure of this sort would be to have the leaf nodes side by side instead of the way they are staggered in the graphical model, wherein the staggering was used to aid the user's visual discrimination.

As was intimated earlier, one alternative means for entering a query would be to use a voice recognition system. It would, perhaps, be instructive also to compare a more procedural language with the natural language system currently in use.

Were a pointing device employed, then there is the possibility of using the graphical model to specify the query itself. If, for example, a two-button mouse were to be used, the interface could resemble Figure 18, with one mouse button designated to indicate movement between levels in the model while the other button could be used to select an item for inclusion in a query. Figure 19 shows the graphical model at a lower level with the user about to select a value for a particular data item.
Fig. 18—Top level of interface using a pointing device

Fig. 19—Three levels down in interface using a pointing device.
The interface presents a flexible research tool since it transcends the bonds between database schema and query language, while allowing a number of frequently dependent factors to be isolated. Since the interface has been designed as a self-contained, front-end processor, it may be used with any database management system. Further, as the interface itself is of a modular design, it would be comparatively straightforward to use part of it with a component of another system; for example, the graphical display could be used with a different query language. Future research may help to refine this tool and bring about a better understanding of the needs of a casual user who is attempting to retrieve information from a computer database.
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Dear

Thank you for agreeing to assist with the testing of the prototype database interface aid that we are developing.

I would confirm that a computer will be available for you in the conference room (UTHSCD, 5th floor, Psychiatry), at xx:xx p.m.

As you will know the affective disorders unit is considering using micro computers to hold the data it collects. I am currently working on a program that is designed to make retrieving information as easy as possible for the medical staff.

The program you will be using on Friday is a prototype, it will accept queries from you and do some processing of them, it will also save your queries so that they can be analysed and used in the further development of the query processor.

I would be grateful if you could have ideas of maybe six or seven queries that you would be likely to make in the course of your work.

The program will also give you three different 'pictures' of the database to give you information on the types of data held by the database. Your feedback on these will enable us to find out which is the most helpful for you.
Second study, sheet of models used with subjects

Press a Function key to view the items stored under a particular heading.
Press the F12 key to back up.

Query 1:
DATABASE INTERFACE

You will be entering database queries into a computer. The queries are in ordinary English but you will need to check with the display that the data item names you are using are those recognised by the computer.

Example query

What was the alcohol level for Mr Brown?

Use the function keys (labelled 'F1' through 'F12') to view the data item names that come under a particular heading.

e.g.

<table>
<thead>
<tr>
<th>Tests</th>
</tr>
</thead>
<tbody>
<tr>
<td>CBC</td>
</tr>
<tr>
<td>X-ray</td>
</tr>
</tbody>
</table>

You may use the function keys at any point in a query.

You can use upper or lower case characters (or both).

If you make a typing mistake, use the 'BACK SPACE' key to move back and erase the characters.

The text will automatically wrap around at the end of a line but if you prefer, you may use the 'RETURN' key, as on a typewriter.

To end a query, type:

. or ? or !
Second study, queries

QUERIES.

1. Print the results of the sedimentation rate test on Mrs Mary Jones.

2. List all clients with their social security number & the name of their wife or husband.

3. Where is Dr Brown's office?

4. Find all patients over 6 feet tall who have undergone chemical therapy.

5. Print the name of the person in charge of the radiography lab, with their phone number.

6. List all patients who had an operation after receiving radiation therapy.

7. Get the names & home telephone numbers of all patients currently receiving chemotherapy.

8. List the medications being used by people who have a major diagnosis of depression.
Second study, questionnaire

QUESTIONARE

Please rate each of the displays

A

very helpful

1 2 3 4 5 6 7

B

very helpful

1 2 3 4 5 6 7

C

very helpful

1 2 3 4 5 6 7

D

very helpful

1 2 3 4 5 6 7

Can you give any reason(s) for the model(s) you found most helpful?

__________________________________________________________

Do you use a computer:

never  once a month  once a week  once a day  more than
or less  or less  or less  once a day

Have you ever written a computer program? yes  no

Have you ever worked with a database system? yes  no

If 'yes', how long ago was the last time, ______

how often at that time, ______

which database system? ______

Thank you for your help.
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